Leveraging Knowledge Graphs and Semantic Web Technologies for Validating 3D City Models

Abstract

The widespread use of 3D (three-dimensional) city data plays a significant role in various applications such as
mixed reality, infrastructure facility management, solar potential analysis, navigation and so on. Ensuring high
spatial and semantic quality in these endeavours is crucial to gathering proper results. Ensuring quality means
verifying that the data adheres to relevant standards. Although these relevant standards are openly published,
there are issues in names of interoperability and reusability in academic studies and software development
efforts. In this study, these issues are addressed using semantic web technologies. 3DCMs (3D city models) are
treated as knowledge graphs (KG) with this approach. The main contribution of the study is a web-based
interoperable tool for validation of CityGML LOD2 (Level of Detail 2) 3DCMs which is compatible with
relevant standards. Besides, an open-source 3DCM-to-KG converter and an open validation ontology are
published as by-products while accomplishing the main goal. By virtue of the KG approach, the 3DCM KG
becomes capable of carrying its own validation constraints which come from the validation ontology. With these
efforts, this study provides a practical interoperable solution to improve the quality and usability of 3DCMs and
validation plans, fostering consistency across applications while aligning with established standards in the field.
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1. Introduction

Geographic or spatial data constitutes 80% of the approximately 2.5 exabytes of data produced daily in
the world and 60% of the data held in existing databases is spatial data [1, 2]. This sheer amount of spatial data
underpins numerous applications, from navigation systems to urban planning, where the need for detailed,
accurate, and structured representations of the physical world is ever-growing. Given this dominance of
geospatial data, 3D city models (3DCMs) emerge as a critical tool, transforming raw spatial information into
structured, three-dimensional representations of urban environments. 3DCMs are digital representations of urban
objects with three-dimensional geometry, foremost buildings, and are essential subjects for a large range of tasks
which are vital for our understanding and planning of cities today [3]. 3DCMs should ensure high spatial and
semantic quality to gather accurate results from these tasks. For example, in a solar analysis, defining surfaces
that are not roofs in use as roofs or errors in the surface geometries will be misleading in terms of the solar panel
placement. Therefore, purchasing and using invalid data can cause economic drawbacks [4] and ensuring quality
has been a crucial research topic in the field. With the mentioned use of 3D city models across various
applications and domains, CityGML was introduced as a standard data model and an exchange format [5], and
data quality studies in the field have usually been carried out on this model.

The validation on CityGML datasets generally consists of three main tasks which are schema validation,
geometry validation and semantic validation. Schema validation is the validation of CityGML documents against
CityGML schema documents, and it can be considered a well-known solution due to its being widely performed
in the literature. Geometry validation is the validation of city objects in a CityGML dataset against the
definitions in the ISO:19107 Spatial Schema Standard [6, 7]. This standard provides a description set for
representing and manipulating geographic entities through vector-based geometric primitives, such as points,
curves, surfaces, and solids, and topological relationships, ensuring that the geometry of city objects adheres to
consistent and mathematically defined structures. As an example of the geometry validation control, it can be
given that GML rings’ are topologically closed, and the first and last points of GML rings have to be identical.
Semantic validation is performed even if the objects in the CityGML data pass schema validation and geometric
validation to detect if it contains unrealistic representations in object classes or attribute fields. An example of a



semantic error is that the value in the attribute field expressing the measured height of a building does not match
the height value calculated from the coordinate arrays, or, a wall or balcony surface is represented as a roof. The
structured list of which of all these controls will be applied on a CityGML document and in what order is called
a validation plan [8].

Studies before 2013, they do not include semantic validation [9, 10, 11]. These studies only dealt with
the geometric validation of city models. The semantic validation concept was obviously emphasised in the study
done by [12] for the first time. In addition to performing semantic validation, this study emphasises
interoperability and the fact that data exchange should satisfy the data provider and the client.

With the experiment (Quality Interoperability Experiment, QIE, 2016) done under the editorial of
Wagner and Ledoux [8], validation checks of CityGML 3DCMs are classified and tested by various software. In
their study, requirements for the validation of CityGML-formatted city models are defined in detail. The tested
validation requirements for CityGML data consist of semantic checks for the “Building” thematic class in
addition to schema and geometry validation. While the study shows an extensible requirement coding system for
other thematic classes, the tested requirements in this study can be considered as a minimum consensus basis as
buildings are essential elements of 3DCMs. Although this study is a well-organized guide in the field, there is
still a lack of agreement with the minimum basis in the applied validation plans, even in most current studies.
This situation is a drawback to interoperability because the mentioned methodologies are not able to produce an
identical validation result for the same 3DCM due to the lack of consensus. Most of the current studies on the
quality are mostly focusing on the positional accuracy of models regarding ground truth data [13,14,15]. In [15],
they also employed val3dity [16] software to perform geometry validation besides the positional accuracy. The
study of [17] performs several semantic checks without depending on any basis, such as QIE. They also did not
perform any geometric checks so while semantic validation requires being valid geometrically, the results of
performed checks are not meaningful. In [18], they perform a validation process on IFC-formatted (Industry
Foundation Class) BIM (Building Information Model). As stated in the study, there is a lack of standardization
work in the BIM field for interoperability in which quality requirements are defined so this study is in a state of a
prototype.

The first realised application of QIE is the study [19]. They adopted a validation plan based on QIE for
the context of heating demand simulation, using CityDoctor [20] software. With the last version of CityDoctor
software, a realised tool for QIE is freely available to use. The error codes and the minimum validation
requirements in QIE are implemented in this last version of CityDoctor. Besides, the validation results are stored
in the same CityGML file through DataQualityADE [21]. The implementation is remarkable progress for
interoperability while the rest of the available tools are not serving identical results even if they are applying the
same checks [8]. The difference between error codes and results for the same checks also hinders the reusability
of validation results because comparing and evaluating these results together into the same process at different
times sequentially requires additional code-matching processes. The interoperability and reusability problems
can be demonstrated in Figure 1.
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Figure 1. Validation results of three fictional validation software against the same 3DCM data. Software-1 and
Software-2 claim the 3DCM is valid but Software-2 does not include semantic validation. Software-1 and
Software-2 include the same kind of checks but produce different results due to the need for more consensus
between applied checks in the context of geometry validation. Besides, while different providers are using
different software, melting their results into the same pot requires a code-matching phase due to the difference in
error codes, even if the applied checks are the same.

In this study, we have aimed to solve interoperability and reusability problems by leveraging the
knowledge graph (KG) approach and semantic web (SW) technologies. With this approach, validation plans can
be directly transferred and accessible online with the associated 3DCM KG as validation graphs. Section 1.1.
describes the relationship between semantic web technologies and the validation process in detail while exposing
the effect of the KG approach on the solution of the interoperability and reusability problems. We have described
our solution and developed web-based software in Section 2. Section 3 discusses the experimental results
according to the current state of other relevant solutions in the literature. Finally, future plans and prospects of
the adopted approach are put forward in Section 4.

1.1. Knowledge Graphs, Semantic Web and Validation

Semantic web (SW) is an extension of the well-known document-based web which enables the
cooperation of people and computers using the information with well-defined meaning [22, 23]. Today we know
this cooperation as interoperability and the mentioned well-definition of the meaning is possible thanks to the



links between resources. The SW paradigm uses RDF (Resource Description Framework) language, or format,
for interlinking between knowledge resources [24]. These interlinked resource networks defined in RDF format
are also known as knowledge graphs (KGs) which are directed and labelled graphs [25].

RDFs are constructed with triples which are subject, predicate and object sequences. Subjects and
objects denote entities that represent objects from the world with URIs (Unique Resource Identifiers), and
predicates denote relationships between these entities. Therefore, subjects and objects become nodes and
predicates become edges of a RDF-formatted KG. KGs are used either to represent application domains or
individual relations in any domain [26]. If a KG represents classes and properties of an application domain, the
KG is named as an ontology, a T-Box, or a namespace [27]. We define the ontologies using OWL (Web
Ontology Language), an RDF derivative syntax which is a W3C recommended standard for the modelling of
ontologies [28]. Suppose a KG represents relations between individuals in any domain, represented by a T-Box
(the T stands for “terminology”), or attribution ownership, the KG is named an A-Box (the A stands for
“assertions”). This manner enables an A-Box to carry its relevant definitions through a T-Box over the web so,
this semantic richness of data transfer between different information systems or applications in various domains
eases the interoperability. This reliably compatible transfer mechanism is even more useful for the data among
applications or situations that include unforeseen schemas [29, 30].

The idea of KG is also currently being researched in the architecture, engineering, and construction
(AEC) industry, especially for validation, as adopted in this study. While most of the efforts in the literature are
focused on BIM data [31, 32, 33, 18], there is still a research gap for a noteworthy effort for CityGML models.
In this study, we adopted the KG approach for validation of CityGML, specifically using the Shapes Constraint
Language (SHACL) [34] which is a W3C recommendation language and standard to validate RDF-formatted
KGs [36].

The SHACL engine validates RDF graphs by defining shapes which are sets of constraints, and by
comparing these constraints against nodes of the RDF graph. The constraints in a shape are mandatories or
restrictions that RDF data must and are defined according to an ontology, which is also what the RDF graph
nodes are defined in [35, 36]. A set of SHACL shapes is also known as a shapes graph, hence, a SHACL
document can also be considered as another KG to validate the RDF-formatted data graph [37]. For the
validation process, constraints in a SHACL shape are compared to the associated data graph node. This
associated node is also known as the target node. If the SHACL processor finds an inconsistency between a
shape and a node, it reports a violation for the target node regarding the shape in question in the validation
report. The relation between SHACL shapes and data graph nodes is demonstrated in Figure 2, and the unity as
connected data and shapes graphs is shown in Figure 3.



Shapes Graph

Figure 2. Prefixes at the top of both graph documents represent URIs of the used ontologies. The prefix
“citygml” (highlighted with red) belongs to the ontology in which data and shapes graphs are both defined. The
shape “citygml:ModelShape” (highlighted with green) contains constraints to validate the individual, or instance,
that belongs to the CityModel class in “citygml” ontology. The constraint “citygml:extent” (highlighted with
blue) contains the restrictions, which are about the count of occurrence for the “extent” property belonging to the
CityModel instance.
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Figure 3. The connectivity between data and shapes graphs. Each shape in the shapes graph validates an
individual, or a target node, within the same hierarchy as the data graph.

By virtue of this mechanism, in this study, we have adopted the KG approach to validate LOD2
CityGML models. With this approach, it can be enabled to carry a 3DCM KG with its own shapes graph which
contains validation constraints for the application domain of the 3DCM. Besides, it could be also enabled to
process multidomain data in different formats into the same application frame thanks to the RDF meeting point
and the data’s having self-definitions. This approach will play a key role in ensuring interoperability by
informing the data client about what the data is being validated against and restricting the data provider about the
standards according to which the data should be presented. In addition to the merits mentioned above, semantic



web technologies allow for the inference of new information using the existing relationships in the data [38].
This enables the discovery of implicit relationships or, in our context, implicit validation rules that are not
explicitly stated in the KG. This capability also opens a way to recover missings or eliminate inconsistencies
from ontology statements [39]. Our methodology, which is explained in detail in Section 2., consists of the main
steps below to implement this KG approach;

Creating a “Validation Ontology” based on QIE 2016,

Extracting the shapes graph from “Validation Ontology” using automated web tools,
Converting the CityGML data into an RDF graph,

Validation of the RDF graph against the shapes graph,

Usage of the pipeline through the web interface with different CityGML datasets,
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Methodology

2.1. General pipeline

The general pipeline of the implemented validation process is demonstrated in Figure 4. According to
the pipeline, the client accesses the validation software and uploads their CityJSON formatted city model data.
Following file upload, the client should choose the ontology against which the data will be validated. In our
implementation, regarding our needs, the only ontology option is the validation ontology which is created based
on QIE 2016 (2. component in Figure 4). After this selection, the selected ontology and the CityJSON data are
sent to the server for the validation process. On the server side, the CityJSON file is converted to an RDF file, in
other words, 3DCM KG (1. component in Figure 4.). The KG is validated against the SHACL graph generated
regarding the validation ontology via automated OWL to SHACL web tool (3. component in Figure 4). The
validation process produces a human-readable validation report that includes all geometric and semantic
violations for every object level in a city model such as Ring, Polygon and Shell (4. component in Figure 4).
Then, this report is sent back to the client for the examination. The rest of the section continues with
explanations of the components of the architecture.
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Figure 4. The general pipeline of the study

2.2. Creation of the validation ontology

At this phase, as a crucial need for the validation, a validation ontology has been created which includes
the validation check definitions in QIE 2016. This ontology plays an essential role in generating both SHACL
and RDF graphs. Regarding the definitions in QIE 2016, the validation ontology must also be inherited from
GeoSPARQL[40], CityGML [41, 42], and Simple Features [43] namespaces in addition to RDFS and OWL
built-in ontologies. Hence, the ontologies of GeoSPARQL, CityGML and Simple Features were used as base
T-Boxes. At first, the base ontologies mentioned before which are RDFS, OWL, CityGML and Simple Features
were imported into a workspace of the Protege ontology editor [44]. The required data properties of QIE 2016
were included in the workspace by linking the relevant classes of base ontologies. The properties were divided
into 2 classes which are geometric and semantic properties regarding the rule classification in QIE 2016. The
geometric properties were also divided into 3 subclasses which are shell properties, ring properties and polygon
properties. All properties have values as boolean literals, as True or False. Lastly, the additional class, “validity,”
states the data's validity status and is created to store validation results after the validation process. After the
consequent property classification and property-base class linking processes, the created ontology can be
exported in any desired format such as OWL, Turtle, JSON-LD, N-triples, etc. The JSON-LD (JSON for linking
data), which is the chosen format for this study, is gaining popularity in the field thanks to the JSON format’s
wide usage in web applications. The properties of the validation ontology and the linked base ontology classes
are given in Table 1. In Table 2, definitions of the properties are given considering the QIE 2016 study.



Table 1. Property classes and associated object classes

Property
Class

Subclass of Geometric
Properties

Property Name

Linked Object Class

Geometric

Shell Properties

areAll3 AnglesConnected

hasSelflntersections

isCorrectOriented

isEdgeManifold

isVertexManifold

isWatertight

tooFewPolygons

citygml:SolidType

Ring Properties

consecutiveSamePoints

isClosed

isCollapsedtoLine

noSelflntersection

tooFewPoints

sf:Surface

Polygon Properties

hasDuplicatedRings

hasHoleOutside

hasInnerNestedRings

hasInteriorDisconnected

hasIntersectedRings

isCcwise

isCoplanar

isNormalsDeviated

sf:Polygon

Semantic

Semantic

wallSurfaceNormals

citygml: WallSurfaceType

wallSurfacePolygonNormals

citygml:BuildingType

roofSurfaceNormals

citygml:RoofSurfaceType

roofSurfacePolygonNormals

citygml:BuildingType

groundSurfaceNormals

citygml:GroundSurfaceType




groundSurfacePolygonNormals | citygml:BuildingType

outerCeilingSurfaceNormals citygml:OuterCeilingSurfaceT
ype

outerFloorSurfaceNormals citygml:OuterFloorSurfaceTyp
e

storeyHeightEqualGeometry citygml:AbstractBuildingType

attributeHeightEqualsGeometry | citygml:AbstractBuildingType

Validity ;

validity citygml:CityModelType

Table 2. Property definitions of the validation ontology

identical rings.

Property Name Definition Desired Value

areAll3 AnglesConnected States if all triangles of the shell in question are | True
connected.

hasSelfIntersections States if the shell in question has self-intersections. False

isCorrectOriented If one polygon is used to construct the shell, this property | True
states if the points of the exterior ring are ordered
counterclockwise.

isEdgeManifold States if each edge of the shell has exactly 2 incident | True
polygons.

isVertexManifold States if each vertex of the shell constructs an umbrella | True
with its incident polygons.

isWatertight States if the shell in question is watertight. True

tooFewPolygons States if the shell in question has at least 4 polygons. False

consecutiveSamePoints States if the ring in question has repeated points, except | False
first and last points.

isClosed States if the points of the ring construct a closed loop. True

isCollapsedtoLine States if the points of the ring collapse to a line. False

noSelflntersection States if the ring in question has self-intersections. True

tooFewPoints States if the ring in question has at least 3 unique points, | False
except the first and last points.

hasDuplicatedRings States if the polygon in question has two or more | False




hasHoleOutside States if the polygon in question has any exterior rings. False

hasInnerNestedRings States if any of the interior rings of the polygon are | False
completely inside another interior ring.

hasInteriorDisconnected States if any of the interior rings of the polygon are | False
disconnected.

hasIntersectedRings States if any rings of the polygon are intersected. False

isCcwise States if the points of the exterior rings of the polygon | True
are all oriented counterclockwise.

isCoplanar States if all rings of the polygon in question are coplanar | True
within a tolerance value.

isNormalsDeviated States if all rings of the polygon in question have | False
deviated surface normals within a tolerance value.

wallSurfaceNormals States if the face normal of the WallSurface in question | True
has zero Z direction within a tolerance value.

wallSurfacePolygonNormals If the WallSurface consists of several connected | True
polygons, this property states if these polygons have
deviated surface normals within a tolerance value.

roofSurfaceNormals States if the face normal of the RoofSurface in question | True
has a positive Z direction within a tolerance value.

roofSurfacePolygonNormals If the RoofSurface consists of several connected | True
polygons, this property states if these polygons have
deviated surface normals within a tolerance value.

groundSurfaceNormals States if the face normal of the WallSurface in question | True
has a negative Z coordinate within a tolerance value.

groundSurfacePolygonNormals | If the WallSurface consists of several connected | True
polygons, this property states if these polygons have
deviated surface normals within a tolerance value.

outerCeilingSurfaceNormals States if the face normal of the OuterCeilingSurface in | True
question has a negative Z direction within a tolerance
value.

outerFloorSurfaceNormals States if the face normal of the OuterFloorSurface in | True
question has a positive Z direction within a tolerance
value.

storeyHeightEqualGeometry States if the sum of all storey heights, which is stored in | True
the storeyHeightsAboveGround attribute, is equal to the
total height of the building geometry.

attributeHeightEqualsGeometry | States if the value of the measuredHeight attribute is | True

equal to the total height of the building geometry.




validity This field includes the validation report with a unique | String
URL

2.3. CityJSON to RDF conversion

This phase consists of consequent processes of CityJSON parsing, creating triples, and linking triple
elements with relevant definitions in the validation ontology. The CityJSON encoding of the CityGML data
model is chosen for this study thanks to its comfort mapping to Python dictionaries and its less nested structure
than GML encoding [45]. The parsing of the CityJSON file is carried out using the cjio Python library which is
created for CityJSON file management [46]. The CityJSON file is converted into a DataFrame with this parsing
process to ease the triple extraction for the RDF output. The nature of DataFrames is similar to Python
dictionaries, which is also similar to JSON files, hence it becomes easier to create subject-predicate-object
combinations from key-value pairs such as “key-is a-value”. The Rdfpandas Python library is used to extract
triples from DataFrames [47]. In this extraction, the row indices of the DataFrame become subjects, the column
names become predicates, and the corresponding values become objects. The triple store is an RDF-like property
graph without any resource linking in this state [48]. While all processes till this state can be automated using the
mentioned libraries before linking triple elements and the validation ontology, further information from the
CityJSON data must be extracted to satisfy the properties of the validation ontology. This is needed because the
cjio library only transfers attributes to the DataFrame, not geometries and thematic classes [49]. The
CityJSON-to-RDF converter includes additional operations to overcome this problem. The thematic classes and
parent-child relations are extracted with the additional Python functions which traverse the CityJSON data to
gather this information.

To extract and include geometries into triples, the open3d Python library is used [50]. Regarding the data
properties in the validation ontology, the extracted geometric information is attached to the triple store as
Boolean values. The open3d library provides the necessary 3D computational geometry components to create
additional functions to calculate geometric Boolean properties from the coordinate sequences (Polygon Z WKTs
(Well Known Text)) obtained from the CityJSON data. After the calculation of all required properties, all triple
elements in the store are linked to the relevant definitions in the validation ontology. As a result of the linking
process, the triple store of CityJSON data becomes a 3DCM KG regarding the validation ontology and can be
exported in any RDF format, such as Turtle, JSON-LD, N-triples, etc. The RDFLib Python library is chosen for
the RDF file creation [51]. Figure 5 includes the workflow of RDF creation process and a part of a created RDF
file.

The bottom side of the Figure 5 includes a chunk of triple samples from created RDF files. The red
highlighted triples include attributional, hierarchical and object class information. These triples are gathered
from DataFrames generated by cjio library, and by CityJSON file traversing for extracting hierarchical,
parent-child or hasGeometry, relations. The green highlighted triples include geometric properties which are
required for check of validation requirements such as watertightness, having self-intersections, being vertex
manifold, and so on. These geometric properties are calculated using open3d library-based functions. Following
the triple extraction, all generated triples are aggregated into a graph, then elements of these triples
(subject-predicate-object) are linked into relevant T-Boxes. The “valid: ” prefix in the figure states the validation
ontology, and the part after the colon states the validation properties and corresponding calculated values.
Similarly, the “geo: ” prefix states the GeoSPARQL ontology, and the “citygml: ” prefix states the CityGML
ontology. As the data part in the figure, the object with the



“ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1” URI is an instance of BuildingPart class of the
CityGML. The object “has geometries” as six surfaces. The object’s “geometry type” is Lod2Solid of the
CityGML data model. The object’s parent is the Building object with another URI. The object’s watertightness is
calculated as “True” regarding the validation ontology. Further inspections or exemplifications are possible
through the figure or the repository of the project which is already given in the Conclusions section.
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(ex:GUIDfDBDABF53»7DD5»4C2F-BE7F»51F29AOCBA1671 a citygml:BuildingPart,

citygml:SolidType ;

geo:hasGeometry ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1_0,
ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1_1,
ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1_2,
ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1_3,
ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1_4,

L ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16_1 5 ;

= valid:areAll3AnglesConnected true ;

valid:attributeHeightEqualsGeometry true ;

valid:groundSurfacePolygonNormals true ;

J valid:hasSelfintersections false ; L

valid:isCorrectOriented true ;

valid:isEdgeManifold true ;

valid:isVertexManifold true ;

valid:isWatertight true ;

valid:roofSurfacePolygonNormals true ;

valid:tooFewPolygons false ;

valid:wallSurfacePolygonNormals true ;

—= citygml:GeometryType citygml:lod2Solid ;

citygml:SolidType citygml:lod2Solid ;

citygml:height 3.134e+00 ;

citygml:measuredHeight 3.133e+00 ;

citygml:parent ex:GUID_DBDABF53-7DD5-4C2F-BE7F-51F29A0CBA16 ;

= citygml:roofType "1000" .

Figure 5. RDF creation workflow and a sample part of RDF data.



2.4. Generating the SHACL graph and carrying out the validation

The SHACL graph generation process is actually a conversion from property restriction axioms in the
ontology, which are given in Table 2 for our purpose, to the SHACL shapes. The process can also be summarised
as a conversion between statements like “Object-has value-X"’ and “Object-must have a value-X” to enable the
detection of violations in the data graph using the SHACL engine.

The conversion between the ontology and the SHACL graph is certainly accomplished in an automated
manner without any handwritten editing process. The “owl2shacl” conversion tool by SPARNA [52] is used for
an automated process. Table 3 shows two samples from the restriction axioms and the corresponding SHACL
shapes. The SHACL graph, which includes such shapes, is used for the validation process. The validation
process is carried out using the pySHACL library, which handles SHACL graph manipulations and validation
processes [53]. The final validation report includes such violations by individuals of every class which has
property restrictions in the validation ontology. In this way, invalid objects of RDF data can be inspected by the
client thanks to detailed information for each individuals. Figure 6 shows a few samples from validation
processes between RDF statements and the relevant SHACL shapes.

Table 3. Two samples of ontologic restrictions and corresponding SHACL shapes

Ontologic Property Restriction Definitions SHACL Shapes
:isWatertight rdf:type owl:DatatypeProperty ; <citygml#SolidType-isWatertight>
rdfs:subPropertyOf :shellProperties . a sh:PropertyShape ;

sh:hasValue true ;
sh:path  <valid#isWatertight> .

<citygml#SolidType> rdf:type owl:Class ;
rdfs:subClassOf <citygmll#GeometricPrimitiveType> ,
[ rdf:type owl:Restriction ;

owl:onProperty :isWatertight ;

owl:hasValue "true""xsd:boolean |,

:tooFewPolygons rdf:type owl:DatatypeProperty ; <citygml#SolidType-tooFewPolygons>
rdfs:subPropertyOf :shellProperties . a sh:PropertyShape ;

sh:hasValue false ;

sh:path  <valid#tooFewPolygons> .

<citygml#SolidType> rdf:type owl:Class ;

rdfs:subClassOf <citygmll#GeometricPrimitiveType> ,

[ rdf:type owl:Restriction ;

owl:onProperty :tooFewPolygons ;

owl:hasValue "false"""xsd:boolean ] ,




RDF Statements : SHACL Shapes : Violations

ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DE9D72D_12 a citygml:BuildingPart, : <cmygml#sﬂhd7ype \sWﬁlemghD H Constraint Violation in HasValueConstraintC: it traintCe t):
citygml:SolidType ; : hape ; : Severity: sh:Violation
geo:hasGeometry ex:GUID_351BE36C-81E2-4C22-A7TDD-642A0DEID720_12 0, : o hﬁSVﬂ‘" frue ; ) : Source Shape: citygml:SolidType-isWatertight
ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DEID72D_12_1, : strpam : Focus Node: ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DEID72D_12
xGUID_351BE36C-8E2-4C22-A7DD-642A0DED72D_12.2, : : Result Path: <validéisWatertight>
ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DEID72D_12 3, : : Message: Node ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DE9D72D_12-><valid#isWatertight> does not contain a
ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DEID72D_12_4 ; : H value in the set: ['Literal(“true” = True, datatype=xsd:boolean)’]

valid:areAll3AnglesConnected true : :
valid:attributeHeightEqualsGeometry true ; : v
valid:groundSurfacePolygonNormals true ; : :
valid:hasSelfintersections true ; ; S i
valid:isCorrectOriented true ; . N
Vel coouanics e : false # true :
valid:isVertexMaj H N

vahd .swaterug L H T =

Vel tooFewPolygone falso
valid:wallSurfacePolygonNormals true ;

citygml:GeometryType citygml:lod2Solid ;

citygmi:SolidType citygmiod2Solid ;

citygmkheight 4.82e+00 ;

citygml:measuredHeight 4.821e+00 ;

citygmi:parent ex:GUID_351BE36C-81E2-4C22-A7DD-642A0DEID72D ;
citygmk:roofType "1010"

Constraint Violation in HasValueConstraintComponent traintComponent):
Severity: sh:Violation
Source Shape: citygml:RoofSurfaceType-roofSurfaceNormals
Focus Node: ex:GUID_E08DDBS54-2637-40BF-867E-CC145F0240C7_7
Result Path: <valid#roofSurfaceNormals>
Message: Node ex:GUID_E08DDBS54-2637-40BF-867E-CC145F0240C7_7-><validéroofSurfaceNormals> does
not contain a value in the set: [Literal("true” = True, datatype=xsd:boolean)] e

ex:GUID_E08DDB54-2637-40BF-867E-CC145F0240C7_7 a sf:Polygon, :
citygmi:RoofSurfaceType ; :

geo:asWKT "POLYGON Z ((78671.865 457796.248 13.189, 78680.32800000001 457794.651 13.189, : —shh

78676.096 457795.449 16.167, 78671.865 457796.248 13.189))"geo:wkiLiteral ; :
valid:consecutiveSamePoints false ;
valid:hasDuplicatedRings false ;
valid:hasHoleOutside false ;
valid:hasinnerNestedRings faise ;
valid:hasinteriorDisconnected false ;
valid:hasintersectedRings false ;
validisCewise false ;
valid:isClosed false ;
valictisCollapsedtoLine false ;
valictisCoplanar false ;
valictisNormalsDeviated false ;
vamnoSemmersecnun S

vai: (ooFechmLs [ s—
x:GUID_E08DDBS54: C145F0240C7 ;

brep: mvecnonNmma\x -1.854311e-01;

brep:directionNormalY -9.826572e-01 ;

brep:directionNormalZ -1.961196e-04

Figure 6. Samples from validation processes carried out using pySHACL engine

2.5. Usage of the pipeline via the web interface

The web interface of the application is developed using Python's Flask library [54] to manage web
services, alongside core web technologies such as HTML (HyperText Markup Language) and JavaScript (Figure
7). The pipeline starts by storing the data online. Users begin by selecting a CityJSON file from their local file
system and uploading it to the interface. Once uploaded, the user selects an ontology to determine the validation
criteria. At present, the only available ontology is the validation ontology described earlier. After these initial
steps, the data and selected ontology are transmitted to the server by clicking the "Process Data" button. On the
server side, a SHACL graph for the validation ontology and an RDF graph of the CityJSON data are generated.
The validation process is then executed, and the resulting validation report is stored with a URL in the "validity"
field of the RDF data. This report is also sent back to the client, enabling them to download and review it.

The web interface offers tools to visually examine both invalid city objects and the complete city model.
Once CityJSON data is uploaded, users can view the entire city model by selecting the “View Full Model”
button located on the left side of the interface. After the validation process, a list of invalid Building and
BuildingPart object URIs will appear on the right panel. Users can investigate the missing or damaged triangles
causing the geometric issues by clicking on the respective object URIs. Simultaneously, clicking an object URI
highlights that object with a red color within the full model view. The 3D rendering of these objects is powered
by the Three.js JavaScript library [55].



Validation For city models defined in CityJSON
Select Relevant Ontology

http://example.org/#GUID_1449A224-2BE5-4F00-9504-975878982A86_2
Validation ontology based on QIE 2016

http/fexample.org/#GUID_1449A224-2BE5-4F00-9504-975878982A86_3

Upload CityJSON File
Choose File | DenHaag_01.city.json View Full Model

http:/fexample.org/#GUID_147D78D2-FCBE-4162-8BIC-ASDA3CDD34F3

http://example.org/#GUID_14CFFED8-0AF8-4CAC-8FET-51C90F1D4424 1

Figure 7. The user interface of the application

3. Results and Discussion

The described pipeline indicates that an interoperable validation process is possible for both geometrical
and semantical aspects by the virtue of using the KG approach. The data begins to be stored online with the
validation ontology and the report after the upload and the validation processes. By the automated real-time
creation of the shapes graph for the data, the data brings its own validation rules to the client by preventing the
client from planning a rule set. By storing the validation report with a time stamp in a node of the data graph,
possible new clients of the same data or data providers are also be informed about the validity of the data. Table
4 shows the server configuration, runtimes, object counts, and file sizes for two LoD2 (Level of Details-2)
CityJSON test models with no texture, Rotterdam, Vienna and Den Haag, which are published openly from [56].
Table 5. includes percentages of affected Building or BuildingPart objects for the validation violations, or
invalidities, detected by the developed solution which test models have.

Considering the file sizes and the runtimes, the product application can be plugged into real-world data
validation routines of concerned institutions with more powerful server configurations and user authentications.
Regarding the runtime limits of popular cloud computing services, runtime results for both models are
acceptable without implementing any acceleration technique if cloud systems were preferred instead of physical
servers [57]. However, real-world scenarios can require larger models with more objects. In such a situation,
further clustering and acceleration techniques with higher server configurations can be considered.

Before the examination of the validation results in Table 5, it should be considered that the SHACL
results are not totally human-friendly for reading, especially for people who are not closely familiar with such a
mechanism. Hence, the results are converted into a more readable form in the table for better understanding. The
granularity level was a crucial decision for a better understanding. For urban applications, usually we concern
about solid level validity, or city object level, because the ring and polygon level invalidities are usually the
atomic reasons of solid level invalidities. For example, the most concerned validity aspect will likely be the



watertightness for a flood simulation, and connection problems between triangles or false holes that came from
wrong-oriented rings are possible reasons of the watertightness. Based on this, we summarized the percentages
of geometric invalidities in solid level granularity rather than thousands of polygon level invalidities. Besides, as
a novel aspect of our study, we also share the semantic invalidities, or semantically wrong defined surfaces, in
polygonal surfaces but in polygon level. The interface of the solution provides validation results as both the
SHACL engine-generated form and also more human-readable with individual or error grouped form as well.

The table includes the semantic invalidities that cannot be identified by the currently in-use validation
software. The most notable aspect of this functionality is that both semantic and geometric invalidities can be
revealed and stored in connection with associated individuals online. Beyond the table, the most frequently
encountered semantic invalidity across all models is the misdefinition of ground and roof surfaces. These errors
are detected by examining the orientations of surface normals and comparing them to directional restrictions in
the validation ontology by the SHACL engine. Furthermore, the geometric invalidity ratio can be seen as more
broadly different from that of actual validation software. This difference is related to the chosen snap tolerance
parameter for the solution. For example, a snap tolerance of 0.01 is set as the default in val3dity, and the ratio of
invalid objects changes according to this tolerance value, which is similarly applicable in our solution. The snap
tolerance is an inevitable parameter to select in such studies, as it directly impacts the consensus between
different software. For this reason, the dynamic selection of this parameter based on the inherent nature of the
input data, such as the reference system of the model or the coordinate precision of the data collection technique,
could be a topic for further exploration experiments.

The developed solution stands out from its peers in terms of comprehensiveness and interoperability. As
detailed in Section 2, the most notable studies in the literature lack a standard to reach consensus, provide
geometrical and semantical validation, and provide reusable validation plans and reports. Based on this, our
solution introduces a standardised framework that addresses these gaps, ensuring consistent validation processes
and improved interoperability across systems.

The most obvious limitation of this study lies in its confinement to the CityGML Building schema and
LoD2 models. Both the validation ontology and the RDF converter were specifically designed for LoD2
buildings. To expand the application's scope to encompass other application schemas within the CityGML data
model and higher LoDs, it would be necessary to extend the current validation ontology and enhance the RDF
converter to align with this updated framework. However, considering the application's ability to address gaps in
the existing literature and the predominant focus of most studies on LoD2 buildings, this limitation does not
undermine the novelty of the application. Instead, it establishes a foundation for future research and
advancements in the field.

Table 4. Observables of application runtime

Server Configuration City Model | Objects | Size (KBs) | Size (RDF; KBs) Time (mins)
CPU: Intel Core 17-7700HQ Den Haag 2498 16251 22673 10

2.80 GHz

RAM: 32 GB DDR4 Vienna 1322 5504 24905 13

Rotterdam 853 5769 9737 5




Table 5. Detected invalidities for each test model (T: Total instances, V: Violations, P: Percentage)

Invalidity Percantages per Test Model

Invalidity Type Den Haag Vienna Rotterdam

T \% P T \% P T \% P

Solid Level Geometric 1990 3 0.15 2204 456 20.69 853 807 94.61
Invalidities

Semantic Surface 16209 44 0.27 43260 203 0.47 15482 1051 6.79
Invalidities

4. Conclusions

This study aims to prove the ability to implement the KG approach and SHACL-based validation on
3DCMs by introducing an interoperable web tool. The mechanism indicated above enables 3DCM KGs to
explain themselves by carrying their own definitions as ontologies and to inform the data-sharing parties about
which constraint set the data is validated against or which set the data should be validated against. While a wide
variety of institutions are putting efforts into ensuring standardisation and settling interoperable workflows, we
believe that such a study can be a notable milestone, especially in the domain of 3DCMs. The application can be
downloaded and compiled from [58].

Besides the virtues discussed earlier, thanks to making the 3DCM data alive on the web as a KG, the
study workflow can also be used for time-dynamic city data operations in collaborative information systems,
which we will frequently encounter soon. If we simply take a look at the nature of the KGs, it can be easily seen
that every validation activity or every partial edit on a 3DCM KG can be stored in separate nodes with time
stamps and editor, or accessor, information to inform shared parties about the history of the data.

It is also noticeable that the usability of the developed mechanism is not restricted to the CityGML data
model or the 3DCM domain. In other words, the customisation of the mechanism for the CityGML data model is
handled using relevant open ontologies and developing a CityGML(or CityJSON)-to-RDF converter. Based on
this, the extension of the use of this mechanism to other domains or research fields can be done using
domain-specific new ontologies and developing conversions for the relevant format-to-KG. In the future, where
it is inevitable that all structured or unstructured data will come together in a unified information source, just as a
Guide to the Galaxy, making the multi-domain worldwide data interlinked and alive-on-web with such a
mechanism will play a crucial role in the decision-making and solution-producing processes for experts in all
fields. Considering the extensive use of geospatial data over all other types of data on the web, it is important to
carry out and disseminate such studies in the GIS field for accomplishing the unification path stated above.

Our future plans include the healing of the 3D objects that are detected as invalid using the workflow
explained above. The next nearest move is to implement overlap and intersection tests for neighbour city objects
like BuildingParts, Buildings, or other objects that are defined in other thematic classes except the Building
schema. Due to the current process of only checking the geometric validity of individual objects separately, the
validation report does not include any violations of inter-object geometric invalidities. The other purpose of this
plan is to create an end-to-end pipeline that accomplishes both the validation and the healing processes on the



same 3D city KG to keep the model up-to-date and valid with minimum user interruption. The literature has
various studies and software to handle the healing process on 3D objects but regarding our preliminary

inspections, it can be seen that there is still no matured and fully-automatized method. After completing a mature
validation and healing pipeline, one of our other next steps will also be the visualisation of the invalid and healed

geometries together to make the pipeline a comprehensive framework for 3DCM quality management.
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